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Time-related capture areas are usually delineated using the backward particle tracking method, releasing circles of equally spaced particles around each well. In this way, an accurate delineation often requires both a very high number of particles and a manual capture zone encirclement. The aim of this work was to propose an Automatic Protection Area (APA) delineation algorithm, which can be coupled with any model of flow and particle tracking. The computational time is here reduced, thanks to the use of a limited number of nonequally spaced particles. The particle starting positions are determined by the stagnation points of the flow field and to calculate time-related capture zones, a number of particles are located around the pumping well and its backward movement. The pathlines are postprocessed for a completely automatic delineation of closed perimeters of time-related capture zones. The APA algorithm was tested for a two-dimensional geometry, in homogeneous and nonhomogeneous aquifers, steady state flow conditions, single and multiple wells. Results show that the APA algorithm is robust and able to automatically and accurately reconstruct protection areas with a very small number of particles, also in complex scenarios.


1. Introduction

A large number of models for capture zone delineation has been developed thus far. These models can be divided into deterministic methods, which yield Wellhead Protection Areas expressed as defined perimeters, and probability methods, which result in capture areas expressed in terms of probability maps. Deterministic capture areas are based only on advection phenomena. They can be generated using analytical solutions [Bear and Jacobs, 1965; Javandel and Tsang, 1986; Ceric and Haitjema, 2005], semianalytical methods [Pollock, 1989; Blandford and Hayakorn, 1991; Fienen et al., 2005] or numerical methods. While analytical solutions can be applied only in a few cases and under several simplifying assumptions [Kinzelbach et al., 1992], numerical methods allow us to take account also of complex situations (strong heterogeneities, transient flow, complex configuration of flow sources and sinks). In some cases, stream functions have been used in order to compute the flow field and to calculate time-related capture zones, both with analytical and numerical solutions [Zheng and Bennett, 2002]. The use of probability capture zones is justified by the uncertainty of the spatial distribution of aquifer parameters, which results in a strong unpredictability regarding the true position of well catchment perimeters [Varfijen and Shafer, 1991; Stauffer et al., 2002]. Vassolo et al. [1998] determined probability distributions for capture areas by means of stochastic inverse modeling, in order to take account of the spatial variability in the value of the hydraulic conductivity and of areal recharge. Monte Carlo analysis techniques, with both conditional and nonconditional simulations [Fen Leeuwen et al., 2000; Guadagnini and Franzetti, 1999; Feyen et al., 2001; Kunstmann and Kinzelbach, 2000], have been also widely implemented. A backward probability model, based on the adjoint of the transport equation derived by Neupauer and Wilson [1999], describes the spreading course of a capture probability generated in the pumping well and its backward movement along the flow direction, according to advection-dispersion phenomena [Frid et al., 2002, 2006; Tosco et al., 2006, 2007]. Uncertainty in the aquifer parameter distribution can be included in the macrodispersion coefficient, thus a time-related capture probability map can be obtained with only one backward simulation, significantly reducing the computing time.

For practical applications, the deterministic methods, and in particular the backward particle tracking method, are, at the moment, the most widely used [Pollock, 1989]. For backward particle tracking, a number of particles are located around the flow sinks, and then traced backwards in the reversed flow direction. The time-related capture zones can be therefore computed with only one simulation, and the perimeter of the time-related capture zone is identified by the points reached by the particles after a simulation time equal to the fixed traveltime. However, as the traveltime increases, the distance between the end positions of the particles increases, resulting in a poor resolution of the capture zone perimeter, and a very high number of particles around the pumping wells may be necessary [Strack, 1989].

The main problem arising from the use of the available routines for backward particle tracking is connected with the correct determination of the particle starting posi-
tions. Circles of equally spaced particles can be located around each pumping well. Nevertheless, a very high number of particles is here required for an accurate delineation of the perimeter of capture zones, even in homogeneous and isotropic aquifers, and especially downgradient the well. Tracking and managing thousands of pathlines can develop into a time-consuming operation when the perimeter of the capture zone has to be manually identified. However, even when an automatic capture zone encirclement is desired. Furthermore, regardless of the use of a very large number of particles, it is impossible to avoid the exclusion (or inclusion) of particles with times of travel lower (or higher) than the fixed one, even in simple scenarios and using a basic linear interpolation. To circumvent the particle allocation problem, a dynamic particle allocation algorithm can be used. Schäfer-Perini and Wilson [1991] have added some particles during the backward tracking simulation, when the distance between the existing particles exceeds an assigned value. Bakker and Strack [1996] have used a similar dynamic particle allocation, using a control on the smoothness of capture zone perimeters. The capture zone boundaries for the desired traveltimes are obtained employing an automatic iterative procedure, embedded in an analytic element code. Furthermore, the authors identify the stagnation point associated with a well, in order to define the ultimate capture zone perimeter in the proximity of the stagnation point.

[5] An automatic delineation can be useful when defining capture zones in practical applications, but it can also be successfully applied when defining capture zones with stochastic methods, if a high number of simulations is required. The aim of this work is to present an Automatic Protection Area (APA) delineation algorithm, a new method for the identification of the particles starting positions, and an automatic delineation of the capture zone perimeter. The Automatic Protection Area method consists of three steps, implemented into subalgorithms referred as APA-I through APA-III (Figure 1). The preprocessing algorithm (APA-I) estimates the position of the stagnation points and places circles of forward particles around them, while backward particles are located around the pumping wells. The output of the two particle tracking simulations are processed by an intermediate-processing algorithm (APA-II), in order to define new starting positions for backward particles around each pumping well, which are not equally spaced. The post-processing algorithm (APA-III) interpolates the pathlines and automatically delineates closed capture zone perimeters for fixed travel times. APA-III is implemented in order to exclude from the capture zone all the points with a traveltime higher than the fixed one, and to maximize the capture area.

[6] The APA algorithm runs under 2D geometry in the presence of anisotropic and nonhomogeneous domains, steady state flow conditions, and multiple pumping wells. Further extensions and modifications of the procedure are required for it to be suitable in a 3D geometry.

2. APA Algorithm

2.1. Preprocessing Algorithm (APA-I)

[7] The APA-I algorithm identifies the stagnation points, and places circles of equally spaced forward particles around them, while a circle of equally spaced backward particles is placed around each pumping well. It also calculates the most suitable radius for each circle of particles around the wells and the stagnation points.

[8] The position of the stagnation points can be determined on the basis of the discharge vector \( \vec{Q} \) or the mean velocity vector \( \vec{v} \), searching for points of the model domain where their modulus is equal to zero:

\[
\sqrt{v_x^2 + v_y^2} = 0 \tag{1}
\]

where \( v_x \) is the component of the flow velocity along the \( x \) axis and \( v_y \) is the flow velocity component along the \( y \) axis. The stagnation point is therefore numerically identified by looking for a local minimum in the discharge field, or in the mean velocity field (Figure 2) using a minimization procedure based on the Nelder-Mead search method [Nelder and Mead, 1965]. However, this procedure is not suitable for weak sinks (a sink that does not capture all the flow entering the cell), when the stagnation point is located inside the well cell itself, and thus it cannot be identified. The problem can be solved by refining the grid of the model domain in the proximity of the weak wells. Once found, stagnation points are automatically associated to their well: the user visually chooses an approximation of the stagnation point on the map reporting the flow velocity, and the algorithm builds a local subset of the domain inside which the minimum search is performed. The described way of searching for the stagnation points is alternative to the one proposed by Bakker and Strack [1996], in which stagnation points are identified looking for velocity minima along the pathlines discharging into a pumping well. This latter method has the drawback of requiring an overly fine grid discretization in order to be effective.

[9] The most suitable radii of the particle circles for wells and stagnation points are automatically calculated by the APA-I algorithm. The choice of the circle radius around each stagnation point is based on the model domain discretization. In order to ensure that a sufficient number of forward particles will move in every direction, and in particular from the stagnation points to the pumping wells, the radius of the circle \( r_0 \) is set equal to the diagonal of the stagnation cell:

\[
r_0 = \sqrt{\Delta x_0^2 + \Delta y_0^2} \tag{2}
\]

where \( \Delta x_0 \) is the dimension of the stagnation cell along the \( x \) axis, and \( \Delta y_0 \) is the dimension of the stagnation cell along the \( y \) axis.

[10] The particle tracking code developed by Pollock [1994] employs flow velocities derived from the discharge values calculated at the cell interfaces. As a consequence, the flow velocities \( v_x \) and \( v_y \) are defined at every cell face, not in the center of it, and are linearly interpolated within each cell (Figure 2). For this reason, in strong sink cells \( v_x \) and \( v_y \) change linearly from positive (negative) values to negative (positive) values, and the modulus of the flow velocity is fictitiously decreasing from the cell boundaries to a point where it is equal to zero. In this paper we define such a point as the "shadow point" \( S \) of a strong sink. If a circle of particles is located around a pumping well and traced backwards, the pathlines inside the well cell will diverge...
from the shadow point, rather than from the well. If the radius of the circle is too small and the shadow point is located outside the circle, the pathlines will pass through the pumping well and the capture area will be meaningless. For these reasons, the APA-I algorithm places the center of the circle above the pumping well, and defines its radius as twice the distance between the well and the shadow point (Figure 2):

\[
 r_W = 2 \cdot d_S = 2 \cdot \sqrt{(x_W - x_S)^2 + (y_W - y_S)^2}
\]

where \( r_W \) is the radius of the circle around the well \( W \); \( d_S \) is the distance between the well \( W \) and the shadow point \( S \). \( x_w \) and \( y_w \) are the coordinates of the pumping well, \( x_s \) and \( y_s \) are the coordinates of the shadow point. We observe that, as a linear interpolation of flow velocity leads to lower values inside the sink cells, a more correct distribution of backward particles could allocate them at the cell boundaries. In this way we can avoid incorrect calculations of flow velocities along the pathlines, although it is common practice to use circles of particles inside the well cells.

If the APA method is to be extended to a 3D geometry, it is necessary to look for a stagnation point in every layer of the model domain, which would generate a “stagnation line” associated to each pumping well.

2.2. Intermediate-Processing Algorithm (APA-II)

After the position and radius of each circle have been determined, the particles around each pumping well are traced backwards, while the circles around each stagnation point are traced forwards. The results are used to define new starting positions of additional particles, which are then traced in the second particle tracking simulation. The
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**Figure 1.** Flowchart for the structure of the APA algorithm.
The intermediate algorithm structure consists of the following steps.

1. Finding which of the forward particles originated around a stagnation point reach a pumping well.
2. Defining the intersection of the pathlines with the circle around the reached well, in order to use these as starting points for new backward particles around the wells (the “stagnation particles”).
3. Identifying the starting positions of further “refining particles”, when the calculated backward pathlines are too distant.

As for the backward pathlines leaving the well (the well particles), they are processed in order to define a second group of additional particles, the refining particles. Sometimes (e.g., in the case of strong heterogeneous aquifers, or overlapping capture areas) the distance between adjacent pathlines inside the capture area may be too large, thus leading to an inaccurate delimitation of the time-related capture zones. One or more refining particles are added when the distance between two adjacent pathlines of the first backward simulation is higher than a fixed value (Figure 3b).

As for the forward pathlines originated around the stagnation points, some of them reach a pumping well, some of them do not (Figure 3a). Furthermore, in case of multiple pumping wells, some particles originated from the stagnation point of the well \(W_i\) can be captured by the well \(W_j\), if the capture area of \(W_j\) includes the capture area of \(W_i\). For particles reaching a well \(W\), the APA algorithm calculates the intersection between the forward pathline and the circle of radius \(r_w\) around \(W\). In the second particle tracking simulation, this point is used as the starting point of a stagnation particle. In case of strong sinks, most of the semianalytical particle tracking codes (e.g., MODPATH) stop the particles from entering a strong sink cell at the boundary of the cell itself. In this case the last point of the pathline is connected to the well point, and the intersection between this line and the circle is considered. Further particles are also located near the stagnation particles, in order to define a higher number of pathlines close to the boundary of the capture area. In the work of Bakker and Strack [1996], on the contrary, only two particles are added close to the ultimate capture zone envelope which had been previously determined with four particles released around the stagnation point.

As for the backward pathlines leaving the well (the well particles), they are processed in order to define a second group of additional particles, the refining particles. Sometimes (e.g., in the case of strong heterogeneous aquifers, or overlapping capture areas) the distance between adjacent pathlines inside the capture area may be too large, thus leading to an inaccurate delimitation of the time-related capture zones. One or more refining particles are added when the distance between two adjacent pathlines of the first backward simulation is higher than a fixed value (Figure 3b).
the results would not be completely consistent with backward circles starting from the pumping well: semianalytical particle tracking codes, like MODPATH, stop the forward particles at the boundary of the strong sink cells. From a computational point of view, it is simpler to define a new starting point around the well for each pathline which flows near the stagnation point, and to trace it backwards.

2.3. Post-Processing Algorithm (APA-III)

[19] When the starting points of the stagnation particles and the refining particles have been determined, the second backward particle tracking simulation is performed. The output is post-processed by the APA-III algorithm, in order to automatically delineate the time-related capture zones. The APA-III is structured so that the perimeter of the capture zone of each pumping well includes the capture zone of another one, it can be further divided into a number of partitions (Figure 4a). From a mathematical point of view, a partition of a set is a division into a number of nonempty and nonoverlapping subsets, which cover the whole set. In this article, the term partition identifies the largest subarea of a capture zone in which, for any couple of flow lines, all the flow lines that can be traced between them reach the pumping well. The number of partitions \( n_w(w) \) for a capture area of a pumping well \( w \) is equal to \( n_w(w) = \pi_5 + 1 \), where \( \pi_5 \) is the number of stagnation points (except the one associated to \( w \)) close to the flow lines of the well \( w \). In this way, if the capture area of a well does not include the capture area of another well (e.g., \( W_j \) and \( W_k \) in Figure 4a), the number of its partitions will be \( n_w(w) = 1 \), while in case of included wells it will be \( n_w(w) > 1 \) (e.g., \( W_j \) with \( n_w(W_j) = 3 \)). The area of a generic partition \( p \) of a pumping well \( w \), for a time of travel \( t \), is identified as \( \omega_{w,p,t} \) and its boundary is \( \partial \omega_{w,p,t} \). The capture area of a pumping well \( w \) at the time \( t \) is the union of all the \( n_w(w) \) partitions belonging to the pumping well:

\[
\omega_{w,t} = \bigcup_{p} \omega_{w,p,t} \tag{6}
\]

[20] Although partitions, capture areas and their boundaries can be defined as continuous regions of the model domain, their delineation with numerical models and algorithms requires a discrete definition. In this paper, discrete capture areas and their boundaries are identified using upper-case letters (\( \Omega \) and \( \partial \Omega \)). The capture zone perimeter is defined on the basis of the discretized flow lines calculated in the second particle tracking simulation. Flow lines are classified depending on the origination well and the partition they belong to. “Outer” and eventually “inner” boundary flow lines are identified for each pumping well (Figure 4a). They define the perimeter of the partitions. Inner boundary flow lines are generated in case of multiple wells, when the capture zone of each pumping well includes the capture zone of another one. Therefore the APA algorithm identifies the following kinds of flow lines.
[23] 1. Outer boundary flow lines, two for each pumping well. They represent the two lines that flow the closest to the stagnation point of the well they belong to.

[24] 2. Inner boundary flow lines, two for each included pumping well. They represent the two flow lines of the including well, that flow the closest to the stagnation point of the included well (respectively, \( W_2 \) and \( W_3 \) in Figure 4a).

[25] 3. Inner flow lines, all the others.

[26] Every discrete steady state capture area is made up of a finite number of simulated flow lines. Flow lines calculated with particle tracking simulations result in a discretized set of points \( X_{i,j,k} \), where

\[ w \in \{1, \ldots, n_w\}, w \in N. \]

[27] 1. \( w \) is the well identifier; \( w \in \{1, \ldots, n_w\}, w \in N. \)

[28] 2. \( p \) is the partition identifier; partitions are numbered for each pumping well: \( p \in \{1, \ldots, n(w, p)\} \in N \)

[29] 3. \( f \) is the flow line identifier; flow lines are numbered for each partition; \( f \in \{1, \ldots, n(f, w, p)\} \in N \) \( n(w, p) = N_f \) will be used for simplicity, when the corresponding well can be clearly identified. The flow lines are ordered clockwise, so that the boundary flow lines of a partition \( w \) are identified by \( f = 1 \) and \( f = N_f \).

[30] 4. \( T \) is an element of the sequence of times of travel related to the points \( X_{i,j,k} \); \( T \in \{0, \ldots, T_{\text{max}}\}, T \in R \)

Every point \( X_{i,j,k} \) is related to a traveltime \( T \), which defines the time required for a particle located in \( X_{i,j,k} \) to reach the pumping well \( w \). The finite sequence of these times ranges from zero (starting points of particles around the pumping wells) to a maximum time \( T_{\text{max}} \), which represents the time of a backward particle tracking simulation at which the last particle exits the model domain (or reaches an inner flow sink). In addition, discrete capture areas are calculated at fixed traveltimes \( T; T \in \{T_1, \ldots, T_N\} \), where \( N \) is the number of traveltimes at which capture areas are calculated. The points with a time of travel equal to \( T \) are identified as \( X_{i,j,k} \).

The capture zone boundary \( \partial \Omega_{p,T}^w \) of a partition \( p \), for a traveltime \( T \), is identified using a sequence of points \( X_{i,j,k} \). The \( X_{i,j,k} \) are ordered clockwise, starting from the stagnation point of the pumping well, and are numbered for \( i = 1, \ldots, N_i \). The boundary \( \partial \Omega_{p,T}^w \) is defined using an interpolation of the \( X_{i,j,k} \); it is a closed perimeter, so that \( X_{i,j,k} \equiv X_{i,j,k}^{N_i+1} \) and \( N_i \) distinct points are considered. If a linear interpolation is used, the boundary is defined by a series of \( N_i \) straight segments \( \ell_{i,j,k} \), connecting adjacent points \( X_{i,j,k} \). Generalize, a cubic spline interpolation for closed curves can be used, e.g., the cubic spline interpolation described by Bartels et al. [1987]. In this case, the interpolating curve is expressed parametrically, and the coordinates \( x \) and \( y \) of the partition boundary are calculated separately. In both cases, the boundary of the partition is defined as

\[ \partial \Omega_{p,T}^w = \bigcup_{f} \ell_{i,j,k} \]  

[31] As the complexity of the flow field increases, the complexity of the interpolation algorithm increases, and the identification of the points \( X_{i,j,k} \) requires more calculations. Further details are listed in the Appendix.

[32] The APA-III algorithm is designed to work in a 2D geometry. If the method is to be extended to the 3 dimensions, this last discussed part should be also extended, considering intersections of the traced flow lines not with segments connecting the end points, but with triangles, and a new ordering algorithm should be used.

3. Applications and Comparison

[33] The APA algorithm was applied to a set of synthetic test cases, and the results were compared to the output of the “classic” particle tracking method. In particular, the procedure was applied to the following models.

[34] Case 1: one pumping well in a confined, homogeneous, isotropic aquifer, with the main flow direction along the \( y \) axis.


[36] Case 3: one pumping well in a confined, nonhomogeneous, isotropic aquifer, with the main flow direction oriented along the diagonal of the domain.

[37] The model domain is a 3600 m \( \times \) 3600 m square domain, divided into 144 square 25 m \( \times \) 25 m cells. The origin of the axes is located in the lower left corner. The aquifer is 10 m thick. In case 1 and 2, the main flow direction is opposed to the \( y \) axis, i.e., from north to south, and the flow boundary conditions are Dirichlet conditions, applied at the upper boundary (300 m constant head) and at the lower boundary (240 m constant head), resulting in a regional gradient equal to 1.67 \( \times 10^{-2} \). The left and the right boundaries are no flow boundaries. In case 3, four Dirichlet conditions are applied at the boundaries, and a linearly changing constant-in-time head is applied along them. In case 1 and 3, the pumping well is located at \( x = 1812.5 \text{ m, } y = 1437.5 \text{ m} \). The pumping rate is equal to 2.0 \( \times 10^{-7} \text{ m}^3/\text{s} \). The steady state flow field was simulated by MODFLOW 2000 [Harbaugh et al., 2000], the backward particle tracking by the APA algorithm and MODPATH [Pollock, 1989, 1994]. The time-related capture zones were reconstructed for five traveltimes (180 d, 1, 2, and 5 years in all cases, 10 years in cases 1 and 2, 8 years in case 3).

[38] The results obtained using the APA algorithm are presented and compared to the capture areas calculated using equally spaced particles around the pumping wells. For each case study, three different capture zone encirclements are presented. The first one is the result of the APA algorithm (cases 1a, 2a, and 3a), while the second and the third ones employ equally spaced particles from pumping wells and simply connect the end points at the fixed traveltime (the \( X_{i,j,k} \) are simply defined as in equation (A1), see Appendix). More in details, the second capture zone encirclement employs the same number of particles defined in APA-II (cases 1b, 2b, and 3b) and the third one uses a number of equally spaced particles which corresponds to the minimum spacing between particles of the APA algorithm (cases 1c, 2c, 3c), typically in the proximity to the stagnation point. The number of the different kinds of particles used for each case is reported in Figure 5d, 6d and 7d. The computational time for each case is reported in Table 1.

3.1. Case 1

[39] The time-related capture areas, for the traveltimes described above, are calculated in an homogeneous, isotropic aquifer, with a hydraulic conductivity equal to
7.0 \times 10^{-5} \text{ m/s}. Capture areas delineated using the APA algorithm (Case 1.a, Figure 5a) were determined by locating 22 particles around the well and 15 around the stagnation point, which results in the location of a total amount of 39 particles in the second MODPATH run (Figure 5d). As a comparison, the time related capture areas for the same traveltimes were calculated using a circle of 39 (Case 1.b, Figure 5b) and 1963 (Case 1.c, Figure 5c) equally spaced particles around the pumping well. The results show that the APA algorithm allows a good delineation of the capture zone downstream of the pumping well, for every traveltime. The flow line interpolation defines regular and smoothed perimeters. The identification of boundary flow lines is absolutely necessary: for long traveltimes, the capture zones obtained in Case 1.b and 1.c move upstream and do not encompass the pumping well, although the minimum spacing between particles is the same as in the APA algorithm. In this case, even if a very high number of particles is used, a (significant) part of the capture zone is neglected (i.e., many points with a time of travel lower than the fixed one are excluded), resulting in an incorrect capture zone encirclement.

**Figure 5.** Case 1: time related capture areas for 180 d, 1, 2, 5, and 10 years, for a single pumping well in a confined, homogeneous, isotropic aquifer. (a) Case 1.a: capture areas for the APA algorithm. (b) Case 1.b: capture areas for a circle of 39 equally spaced particles. (c) Case 1.c: capture areas for a circle of 1963 equally spaced particles. (d) Number of particles used in Case 1.a, 1.b, and 1.c.
3.2. Case 2

The time related capture areas, for traveltimes equal to 180 d, 1, 2, 5, and 10 years, are calculated in a confined, homogeneous, isotropic aquifer, with an hydraulic conductivity equal to $7.0 \times 10^{-5}$ m/s, and with four pumping wells. Three pumping wells ($W_1$, $W_2$, and $W_3$) are lined up perpendicularly with respect to the flow direction; the fourth well ($W_4$) is located downgradient. The distance between the wells is 400 m, and their coordinates and discharge rates are:

- [3] well $W_1: x = 1812.5$ m, $y = 1437.5$ m, $Q = 5.0 \times 10^{-3}$ m$^3$/s;
- [4] well $W_2: x = 1412.5$ m, $y = 1437.5$ m, $Q = 5.0 \times 10^{-3}$ m$^3$/s;
- [5] well $W_3: x = 2212.5$ m, $y = 1437.5$ m, $Q = 5.0 \times 10^{-3}$ m$^3$/s;
- [6] well $W_4: x = 1812.5$ m, $y = 1037.5$ m, $Q = 1.0 \times 10^{-2}$ m$^3$/s.

The total discharge is equal to $2.5 \times 10^{-2}$ m$^3$/s. Capture areas delineated with the APA algorithm were calculated using circles of 15 particles around each pumping well.

Figure 6. Case 2: time related capture areas for 180 d, 1, 2, 5, and 10 years, for four pumping wells in a confined, homogeneous, isotropic aquifer. (a) Case 2.a: capture areas for the APA algorithm. (b) Case 2.b: capture areas for four circles of 50 equally spaced particles. (c) Case 2.c: capture areas for four circles of equally spaced particles, for a total amount of 8295 particles. (d) Number of particles used in Case 2.a, 2.b, and 2.c.
Figure 7. Case 3: time related capture areas for 180 d, 1, 2, 5 and 8 years, for a single pumping well in a confined, nonhomogeneous, isotropic aquifer, flow direction along the diagonal of the model domain. (a) Case 3.a: capture areas for the APA algorithm. (b) Case 3.b: capture areas for a circle of 68 equally spaced particles. (c) Case 3.c: capture areas for a circle of 14942 equally spaced particles. (d) Number of particles used in Case 3.a, 3.b and 3.c.

Table 1. Run Times for the Test Cases, Determined Using a Pentium IV 3.2 GHz PC

<table>
<thead>
<tr>
<th>Case</th>
<th>1st run</th>
<th>2nd run</th>
<th># part.</th>
<th>TOTAL, s</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case X.a: APA</td>
<td>APA-I + APA-II</td>
<td>MODPATH</td>
<td>APA-III</td>
<td>well circle</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>stagnation circle</td>
</tr>
<tr>
<td>Case X.b: few equally spaced particles</td>
<td>MODPATH</td>
<td>perimeter delineation</td>
<td>well circle</td>
<td>6.2</td>
</tr>
<tr>
<td>Case X.c: many equally spaced particles</td>
<td>MODPATH</td>
<td>perimeter delineation</td>
<td>well circle</td>
<td>21</td>
</tr>
</tbody>
</table>
and each stagnation point. The routine resulted in a total number of 202 particles for the second MODPATH run (Figure 6d). Figure 6a shows that the APA algorithm (Case 2.a) is able to accurately define the capture zone perimeters for all the pumping wells, and in particular for the well which is located furthest downgradient (Wx, whose capture area encompass the other ones). The identification of stagnation points for the encompassed wells leads to the definition of additional stagnation particles, which originate around Wx and run near the stagnation points of the others. Furthermore, the APA algorithm identifies inner boundary flow lines for Wx (a couple of flow lines for each encompassed well). In Figures 6b and 6c, the capture areas calculated with equally spaced particles are presented. They were determined using circles of 50 equally spaced particles around each pumping well (Case 2.b, Figure 6b), and using circles with a uniform spacing equal to the minimum spacing of each well, for a total amount of 8295 particles (Case 2.c, Figure 6c). In both cases, for long traveltimes the capture area of Wx is overestimated, and overlaps the others. The capture area extends on the other ones, including all the wells, and its boundary is therefore meaningless, while many points downgradient the pumping well are neglected, although they are associated to a traveltime lower than the fixed one.

3.3. Case 3

The time related capture areas, for the traveltimes described above, are calculated in a nonhomogeneous, isotropic aquifer. The domain is divided into nine (3 × 3) regions of 1200 m × 1200 m, which alternate two hydraulic conductivity values of K1 = 2.0 × 10⁻⁴ m/s (in the four corners and in the middle of the domain) and K2 = 5.0 × 10⁻⁵ m/s. The flow direction is along the diagonal of the model domain (and, as a consequence, of the cells). 30 backward particles around the well and 20 forward particles around the stagnation point were used; a total amount of 68 particles is obtained for the second MODPATH run (Figure 7d). The minimum space between particles located by the APA algorithm corresponds to a circle of 14,942 equally spaced particles, used in Case 3.c. The results are shown in Figure 7. As shown in the previous cases, increasing the time and regardless of the number of particles used, the capture zone encirclement fails to include points with traveltimes lower than the fixed one.

4. Discussion and Conclusions

The aim of this paper is to present a method for an automatic delineation of capture zones, working with any finite difference flow and particle tracking solvers (in this case, MODFLOW and MODPATH were used). For this reason, the APA methodology can be considered an absolutely general algorithm for an automatic capture zone delineation, while other methods are always related to a specific tracking code [e.g., Bakker and Strack, 1996]. In addition, it gives an automatic perimetrisation, whereas, if many equally spaced particles are used, a post-run manual perimetrisation is very time-demanding.

The equal spacing of starting positions requires a large amount of particles for a good delineation downgradient the pumping well. The test cases show that the computational time required by the APA algorithm is almost equal to the time consumed by a MODPATH run of a number of equally spaced particles corresponding to the minimum space between the particles allocated by the APA algorithm (Table 1, the times refer to a Pentium IV 3.2 GHz PC). Furthermore, if many equally spaced particles are used, the time required for a manual capture zone encirclement, or for simply connecting the end points with an external code, should be added. This can be relevant and much higher than the APA + MODPATH running time. If the APA algorithm was to be embedded in the same software which calls the MODFLOW and MODPATH runs, and treats their output, its time efficiency could be further improved.

The application of the APA algorithm showed that, in APA-I, a number of 20 to 30 particles for every circle (around each well and stagnation point) is sufficient to obtain good quality results from the algorithm. A lower number (e.g., 10) may lead to quite irregular perimeters, while a higher number is unnecessary and does not significantly improve the smoothness of the area. An example of the changes in the capture areas as the number of particles in the well and stagnation circles increases is shown in Figure 8, which refers to the test Case 3. Similar results can be obtained in almost every application.

The APA algorithm presented in this work is based on the identification of the stagnation points. Better starting positions of the particles around the pumping wells are identified, in order to obtain an adequate number of flow lines in the proximity of the stagnation points. Furthermore, a postprocessing algorithm for the interpolation of the stop position of particles at the fixed traveltime is proposed, in order to get automatic smoothed perimeters. For a fixed traveltime T, the algorithm maximizes the capture area, avoiding any intersection of the perimeter with the flow lines, neither for T < T nor for T > T. The points of the flow lines included in the capture zone perimeter always have traveltimes T ≤ T, so that the definition of time-related capture zone is obeyed. The proposed method shows that the identification of boundary flow lines is extremely important for correct capture perimeter delineation. If no
If boundary flow lines are used, the time-related capture area is irregular and, for long travel times, it does not encompass the sink, and can neglect large regions with $T < T$. Errors become more evident when the capture areas approach the ultimate capture zone envelope. Furthermore, in case of multiple pumping wells and encompassing capture zones, the wrapping area perimeter can be meaningless. The identification of stagnation points allows allocating further particles (stagnation particles) which define the capture area downgradient of the pumping well. In addition, the interpolating postprocessing algorithm avoids the intersections between the capture zone perimeter and the flow lines, or between capture zones of different pumping wells.

Appendix A: Insight of APA-III Interpolation Algorithm

The APA-III algorithm defines the closed boundary of time-related capture zones in a completely automatic way, avoiding intersections of the perimeter with flow lines for travel times both shorter and longer than the fixed one. It also includes inside the boundary only points with a traveltime lower than or equal to the time at which the capture area is designed. According to equation (4b), the simplest choice for $X_{i,w}^p$ would be

$$X_{i,w}^p = \left\{ X_{i,w}^p, T : T = T \right\}$$

Figure A1. Interpolation schemes: (a) Interpolation in case of no intersection. (b) Interpolation in case of inner flow lines and one or more intersections. (c) Interpolation in case of outer boundary flow lines. (d) Interpolation in case of inner boundary flow lines between different partitions.
In this case, \( N_i = N_f \). Results can be satisfactory only in case of homogeneous isotropic aquifers and short travel times (i.e., if the capture zone boundary has not yet reached the proximity to the stagnation point). In the other cases, if the \( X_f^{w,T} \) are chosen in this same way and directly connected without further controls, the capture zone perimeter intersects the flow lines and, for quite long times of travel, would not include the pumping well itself (see Figures 5b–5e, 6b–6c, and 7b–7c for equally spaced circles of backward particles). Such intersections have no physical meaning. They are expected near boundary flow lines, if the capture zone perimeter is traced close to the stagnation point, and in case of abrupt changes in the conductivity field.

The APA scheme employs an algorithm to maximize the protection area avoiding intersections. In order to accomplish this task, the APA-III calculates the points of equation (A1) and works on couples of flow lines, distinguishing different cases (Figure A1). The boundary \( \partial \Omega_{p,f,T}^{w,T} \) is identified by groups of points resting on flow lines (one or more points for every flow line). The ordered clockwise sequence of \( X_f^{w,T} \), starts on \( f \) at a point \( X_{p,f,T}^{w,T} \), moves backwards or forwards along \( f \) till to the point \( X_{p,f+1,T}^{w,T} \), and so on (Figure A1A).

Besides, for every couple of flow lines \( f \) and \( f + 1 \), the algorithm identifies \( X_f^{w,T} \) on \( f \) and \( X_{p,f+1,T}^{w,T} \) on \( f + 1 \). The interpolation (in this paper, linear interpolation) between them guarantees that the “slice” of capture area between the two flow lines is also the largest one, if intersections are avoided and points with a time of travel higher than \( T \) are excluded. The times \( T_{start} \) and \( T_{stop} \) are identified by the interpolation algorithm and are different for every flow line and \( T \) at which the capture zone is calculated.

For each couple of flow lines \( f \) and \( f + 1 \), belonging to the same well \( w \) and partition \( p \), the algorithm defines:

\[ \Omega_{p,f,T}^{w,T} \] is the local “slice” of capture area between flow lines \( f \) and \( f + 1 \), which maximizes the area and avoids intersections. It will be added to the capture area \( \Omega_{p,f,T}^{w,T} \). In order to use an easier notation, when dealing with local capture areas and their boundaries, the index \( p \) is removed and replaced by \( f \), because the algorithm always works on \( f \) and \( f + 1 \), and the partition is always the same for the two flow lines.

\[ \partial \Omega_{p,f,T}^{w,T} \] is the corresponding piece of capture zone boundary. As a rule, \( \partial \Omega_{p,f,T}^{w,T} \) is defined by the linear interpolation of the points

\[ X_f^{w,T} \in \{ X_{p,f,T}^{w,T} : T = T_{start}, \ldots, T_{stop} \} \cup \{ X_{p,f+1,T}^{w,T} : T = T_{start} \} \]  

The number of intersections with the flow line \( f + 1 \). If \( T_1 = T_{start} \) on flow line \( f \) and \( T_2 = T_{stop} \) on flow line \( f + 1 \), the number of intersections is identified, respectively, as \( I^{w,T}_{p,f,T} \) and \( I^{w,T}_{p,f+1,T} \).

The APA-III scheme distinguishes the following cases:

- If both \( f \) and \( f + 1 \), or at least one of them, are inner flow lines: the points \( X_{p,f,T}^{w,T} \) and \( X_{p,f+1,T}^{w,T} \) are connected with a straight line and the number of intersections with \( f \) and \( f + 1 \) (respectively, \( I^{w,T}_{p,f,T} \) and \( I^{w,T}_{p,f+1,T} \)) are calculated:

\[ X_f^{w,T}_{p,f,T} \equiv X_{p,f,T}^{w,T} \]  
\[ X_{f+1,T}^{w,T}_{p,f+1,T} \equiv X_{p,f+1,T}^{w,T} \]  

- If \( I^{w,T}_{p,f,T} > 0 \) and/or \( I^{w,T}_{p,f+1,T} > 0 \), the algorithm searches for the couple of \( X_{p,f,T}^{w,T} \) and \( X_{p,f+1,T}^{w,T} \) with \( T_1, T_2 \leq T \), that does not generate any intersection and gives the highest local area \( \Omega_{p,f,T}^{w,T} \) (Figure A1B):

\[ X_f^{w,T}_{p,f,T} \equiv X_{p,f,T}^{w,T} : \begin{cases} T_1, T_2 \leq T \\ I_{p,f,T}^{w,T} = 0; I_{p,f+1,T}^{w,T} = 0 \\ \Omega_{p,f,T}^{w,T} = \max_{T_1, T_2} \Omega_{p,f,T}^{w,T} (T_1, T_2). \end{cases} \]  

- If no intersection occur, the stagnation point of the pumping well \( w \) is considered. If the stagnation point is not included in \( \Omega_{p,f,T}^{w,T} \), the points \( X_{p,f,T}^{w,T} \) and \( X_{p,f+1,T}^{w,T} \) directly define the local capture area (Figure A1C):

\[ X_f^{w,T}_{p,f,T} \equiv X_{p,f,T}^{w,T} : \begin{cases} T_1, T_2 \leq T \\ I_{p,f,T}^{w,T} = 0; I_{p,f+1,T}^{w,T} = 0 \\ \Omega_{p,f,T}^{w,T} = \max_{T_1, T_2} \Omega_{p,f,T}^{w,T} (T_1, T_2). \end{cases} \]
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Errata corrige

- Page 5 line 308 (paragraph 20): $\tilde{t}^w$ should simply be $\tilde{t}$ (lowercase t, no apex w);
- Page 5 line 308 (paragraph 20): the symbol $\partial_t^w$ should be $\partial_t^w$;
- Page 6 line 400 (paragraph 32): the symbol $X^w_{p, \tilde{t}_i}$ should be $X^w_{p, t_i}$ (comma before the “i”);
- Page 11 line 652 (last line of Paragraph 54): the symbol $X^w_{p, \tilde{t}_i}$ should be $X^w_{p, t_i}$ (as in the formula in the following line);
- Page 12, paragraphs 58-61: these paragraphs are a list, as pointed out in the comments on the edited file. In the published article, the paragraphs 59-61 are identified as points of the list, while the first paragraph (58) is not. The structure should then be the following one:

[57]…“the algorithm defines:

- $\Omega^w_{f, \tilde{t}}$, the local “slice” of…
- $\partial\Omega^w_{f, \tilde{t}}$, the corresponding piece of…
- $\Omega^w_{f, \tilde{t}, t_1}$ = $\Omega^w_{f, \tilde{t}}(X^w_{p, f, t_1}, X^w_{p, f+1, t_1})$, the generic “slice” of…
- $I^w_{f, \tilde{t}, t_1}$ = $I^w_{f}(X^w_{p, f, t_1}, X^w_{p, f+1, t_1})$, the number of intersections between…”

- Page 12 line 719 and followings (paragraphs 63-68 of the published article): this line is the first point of a list, which contain also two sub-lists. The structure of the paragraphs is incorrect. It should be as follows:

[62] “The APA-III scheme distinguishes the following cases.

- Case 1. Both $f$ and $f+1$, or at least one of them, …
  - if $I^w_{f, \tilde{t}}$ = 0 and $I^w_{f+1, \tilde{t}} = 0$, $X^w_{p, f, \tilde{t}}$ and $X^w_{p, f+1, \tilde{t}}$ directly define…
  - if $I^w_{f, \tilde{t}}$ > 0 and/or $I^w_{f+1, \tilde{t}}$ > 0, the algorithm searches for the couple of…

- Case 2. Both $f$ and $f+1$ are outer boundary flow lines…
  - If no intersection occurs, …
  - If any intersection occurs,…”